**ACID Properties in DBMS**

A transaction is a single logical unit of work which accesses and possibly modifies the contents of a database. Transactions access data using read and write operations.  
In order to maintain consistency in a database, before and after transaction, certain properties are followed. These are called **ACID** properties.

**Atomicity**  
By this, we mean that either the entire transaction takes place at once or doesn’t happen at all. There is no midway i.e. transactions do not occur partially. Each transaction is considered as one unit and either runs to completion or is not executed at all. It involves following two operations.  
—**Abort**: If a transaction aborts, changes made to database are not visible.  
—**Commit**: If a transaction commits, changes made are visible.  
Atomicity is also known as the ‘All or nothing rule’.  
Consider the following transaction **T** consisting of **T1** and **T2**: Transfer of 100 from account **X** to account **Y**.
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If the transaction fails after completion of **T1** but before completion of **T2**.( say, after **write(X)** but before **write(Y)**), then amount has been deducted from **X** but not added to **Y**. This results in an inconsistent database state. Therefore, the transaction must be executed in entirety in order to ensure correctness of database state.

**Consistency**  
This means that integrity constraints must be maintained so that the database is consistent before and after the transaction. It refers to correctness of a database. Referring to the example above,  
The total amount before and after the transaction must be maintained.  
Total **before T** occurs = **500 + 200 = 700**.  
Total **after T occurs** = **400 + 300 = 700**.  
Therefore, database is **consistent**. Inconsistency occurs in case **T1** completes but **T2** fails. As a result T is incomplete.

**Isolation**  
This property ensures that multiple transactions can occur concurrently without leading to inconsistency of database state. Transactions occur independently without interference. Changes occurring in a particular transaction will not be visible to any other transaction until that particular change in that transaction is written to memory or has been committed. This property ensures that the execution of transactions concurrently will result in a state that is equivalent to a state achieved these were executed serially in some order.  
Let **X**= 500, **Y** = 500.  
Consider two transactions **T** and **T”.**

![https://contribute.geeksforgeeks.org/wp-content/uploads/22-1.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RDmRXhpZgAATU0AKgAAAAgABAE7AAIAAAAJAAAISodpAAQAAAABAAAIVJydAAEAAAASAAAQzOocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAE1pdGhsZXNoAAAABZADAAIAAAAUAAAQopAEAAIAAAAUAAAQtpKRAAIAAAADMjIAAJKSAAIAAAADMjIAAOocAAcAAAgMAAAIlgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAADIwMTg6MDI6MTQgMTI6MjM6NTYAMjAxODowMjoxNCAxMjoyMzo1NgAAAE0AaQB0AGgAbABlAHMAaAAAAP/hCxtodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvADw/eHBhY2tldCBiZWdpbj0n77u/JyBpZD0nVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkJz8+DQo8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIj48cmRmOlJERiB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPjxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSJ1dWlkOmZhZjViZGQ1LWJhM2QtMTFkYS1hZDMxLWQzM2Q3NTE4MmYxYiIgeG1sbnM6ZGM9Imh0dHA6Ly9wdXJsLm9yZy9kYy9lbGVtZW50cy8xLjEvIi8+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczp4bXA9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8iPjx4bXA6Q3JlYXRlRGF0ZT4yMDE4LTAyLTE0VDEyOjIzOjU2LjIxODwveG1wOkNyZWF0ZURhdGU+PC9yZGY6RGVzY3JpcHRpb24+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iPjxkYzpjcmVhdG9yPjxyZGY6U2VxIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpsaT5NaXRobGVzaDwvcmRmOmxpPjwvcmRmOlNlcT4NCgkJCTwvZGM6Y3JlYXRvcj48L3JkZjpEZXNjcmlwdGlvbj48L3JkZjpSREY+PC94OnhtcG1ldGE+DQogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgIDw/eHBhY2tldCBlbmQ9J3cnPz7/2wBDAAcFBQYFBAcGBQYIBwcIChELCgkJChUPEAwRGBUaGRgVGBcbHichGx0lHRcYIi4iJSgpKywrGiAvMy8qMicqKyr/2wBDAQcICAoJChQLCxQqHBgcKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKir/wAARCACPATkDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD6Roor5U1XSNNuvE2vTXOn2s0ra1f7nkgVmP8ApUo5JFROfIrnBj8bHBUlUkr3dvz/AMj6ror5M/sDR/8AoE2P/gMn+FH9gaP/ANAmx/8AAZP8Kx+sLseN/rHS/kf4H1nRXyZ/YGj/APQJsf8AwGT/AAo/sDR/+gTY/wDgMn+FH1hdg/1jpfyP8D6zor5M/sDR/wDoE2P/AIDJ/hR/YGj/APQJsf8AwGT/AAo+sLsH+sdL+R/gfWdFfJn9gaP/ANAmx/8AAZP8KP7A0f8A6BNj/wCAyf4UfWF2D/WOl/I/wPrOivmp/hvoyaKNVMmgGzaUwq4tZMl8Z248nPTv0rB/sDR/+gTY/wDgMn+FN10uhpUz6FO3NTevmj6zor5M/sDR/wDoE2P/AIDJ/hR/YGj/APQJsf8AwGT/AApfWF2M/wDWOl/I/wAD6zor5M/sDR/+gTY/+Ayf4Uf2Bo//AECbH/wGT/Cj6wuwf6x0v5H+B9Z0V8mf2Bo//QJsf/AZP8KP7A0f/oE2P/gMn+FH1hdg/wBY6X8j/A+s6K+TP7A0f/oE2P8A4DJ/hVGLRNKPiC7jOmWZRbWBgv2dMAl5cnGO+B+Qp+3XYuPENKSb5Hp/nY+waK+TP7A0f/oE2P8A4DJ/hR/YGj/9Amx/8Bk/wpfWF2I/1jpfyP8AA+s6K+TP7A0f/oE2P/gMn+FH9gaP/wBAmx/8Bk/wo+sLsH+sdL+R/gfWdFfJn9gaP/0CbH/wGT/Cj+wNH/6BNj/4DJ/hR9YXYP8AWOl/I/wPrOivkz+wNH/6BNj/AOAyf4VPZ+GNCuZik1rpdou3PmTWuVPt8iMc/hR9YXYa4ipN25H96Pqyivnf/hU+j22qXllqT6NE9jAZ7jybIv5Y2gjOUUHO4Dgk5PSsjWvA+iaPHYA2djLcXNss8sP2JFMG7kKeuTjnt9Kp1rbo6J5z7OLlKk1bzXp/Xz7M+n6K+TP7A0f/AKBNj/4DJ/hR/YGj/wDQJsf/AAGT/Cp+sLsc3+sdL+R/gfWdFfJn9gaP/wBAmx/8Bk/wo/sDR/8AoE2P/gMn+FH1hdg/1jpfyP8AA+s6K+TP7A0f/oE2P/gMn+FH9gaP/wBAmx/8Bk/wo+sLsH+sdL+R/gfWdFfJn9gaP/0CbH/wGT/Ct/4faZYWXxW8LyWdjbW7m6nUtFCqkj7HPxkD2qo1lJ2sdGGzyniK0aSg1c+lKKKK3PoAr5gvf+Rg1z/sNah/6Vy19P14jp/wt1LxHLquq23iK1s4rjWtS2wSaY0rJtvZl5cTLnO3PQdce9ZVYuUbI8fN8JVxdBU6W97/AIM4qivQf+FI6x/0Ntj/AOCZ/wD5Jo/4UjrH/Q22P/gmf/5Jrm9hM+Y/sHG9l9559RXoP/CkdY/6G2x/8Ez/APyTR/wpHWP+htsf/BM//wAk0ewmH9g43svvPPqK9B/4UjrH/Q22P/gmf/5Jo/4UjrH/AENtj/4Jn/8Akmj2Ew/sHG9l9559RXoP/CkdY/6G2x/8Ez//ACTR/wAKR1j/AKG2x/8ABM//AMk0ewmH9g43svvOfl1Szb4cQ6WJv9MXUjOYtp4TyyM5xjr2zmuervLr4OahY2sl1e+NNMtreJd0ks2ksiIPUk3OAKW5+Deo2ds9xeeNNNt4IxueWXSGVVHqSbnApujNmtTJsdUtdLRJb9jgqK9B/wCFI6x/0Ntj/wCCZ/8A5JqK3+Deo3aO1r4002ZUkaNjHpDMFdThlOLnggggjsRS9hMy/sHG9l95wdFeg/8ACkdY/wChtsf/AATP/wDJNH/CkdY/6G2x/wDBM/8A8k0ewmH9g43svvPPqK9B/wCFI6x/0Ntj/wCCZ/8A5Jo/4UjrH/Q22P8A4Jn/APkmj2Ew/sHG9l9559WfD/yMl7/16W//AKHNXqP/AApHWP8AobbH/wAEz/8AyTWPbfB/VZPG+p2A8T2YeDTrOYy/2S5DB5LkBdv2jjHlk5yc7hwMctUZmkMjxijJNLVd/NHLUV6D/wAKR1j/AKG2x/8ABM//AMk0f8KR1j/obbH/AMEz/wDyTS9hMz/sHG9l9559RXoP/CkdY/6G2x/8Ez//ACTR/wAKR1j/AKG2x/8ABM//AMk0ewmH9g43svvPPqK9B/4UjrH/AENtj/4Jn/8Akmj/AIUjrH/Q22P/AIJn/wDkmj2Ew/sHG9l9559RXoP/AApHWP8AobbH/wAEz/8AyTR/wpHWP+htsf8AwTP/APJNHsJh/YON7L7znPG+pWmr+Mr6+06XzraXy9j7SucRqDwQD1BrBr0B/gpq0cbPJ4vsERQSzNozgAep/wBJqOL4OahNZpeQ+NNMktnjEqTppLFGQjIYN9pwRjnNN0Zt3NKuTY6rUlUkldtvfucHRXfQ/BjU7m3jnt/GOnSwyqHjkj0dmV1IyCCLnkEd6bF8G9Rnmmhh8aabJLbsEmRNIYtGxUMAw+08Egg89iDS9hMz/sHG9l95wdFeg/8ACkdY/wChtsf/AATP/wDJNH/CkdY/6G2x/wDBM/8A8k0ewmH9g43svvPPqK9B/wCFI6x/0Ntj/wCCZ/8A5Jo/4UjrH/Q22P8A4Jn/APkmj2Ew/sHG9l9559Wz4H/5Kj4W/wCvuf8A9I7iuo/4UjrH/Q22P/gmf/5JpdO+HV/4R8feEr+81y21BJNRmhEUWntAQTY3J3bjK+fu4xjv145uFKSkmzswOT4qjiYVJpWT7nsNFFFdZ9mFc34D/wCRduv+w1qv/pwuK6Sub8B/8i7df9hrVf8A04XFAHSUUUUAFFFFABXm3xF05tS8feGIk8PaX4hZNO1KQWOqSBI2Ia15BMcg3dhkAcnkV6TUT2lvJeRXUlvE1zCrJFMyAvGrY3AN1AO1cgddo9KAPItL1vV00Xwlofh661i4gn0mW7afT4rRbksrqvlYvHKqse/aVBZuFGQASZPFPjPxVpvhuW4d7611rSdHjvdQtbOCzNvFKxfBneVyWR/LICQHcuG5Ylcek3nhbw/qNkLPUNC026thM1wIJ7ON0ErEln2kY3EsST1OT60y48H+GryO3S78O6TOlrCYLdZbGNhDHjGxcr8q4JGBxQB5v8QdVv8AVvDXjh5dd/s210pYrSPTvLiMdwJIY5N7sy79zGUou1lGYxw3IPaePmMieHLNsmC8161SYc8qm6YA+2+JK2L3wxoOo3y3uoaJp13drEYFnntI3kEZBBQMRnbhmGOnJ9aTxHon9vaWlsk/2aeG5hurefZv8uSKRXUlcjIO3BGRkE0Aeb6otsnxLm01GkHhO51OCTVcIDCupkFkhLbuEciFnG0jeUBP7xgOy8MsYfG/jCzjz9nF1b3KjsryQKHA+uwMfdie5rfbSNNayns2060NrcSNLNAYF2SuzbmZlxgktySep5qrouhjSbvVbuS4Nxc6neG5lfZt2qFVI0AyeFRFGe5ycDOKANaiiigAooooAK5ux/5Knrv/AGBdN/8AR99XSVzdj/yVPXf+wLpv/o++oA6SiiigAooooAK4L4p2f9oDwna/2bY6p5mvKPseoNtgl/0S5OHOx+OM/dPIH1rvaintLe5eB7m3ima3k82FpEDGJ9pXcuehwzDI7EjvQB5Bpur6lpHh3TtL0SK7s5dQ168gnstOS38zTSgd/ssH2hhDjK7gx4KklUXIC6t3r/imLSrTTtQk1iz1fZd3ASzh083MlvG6hJpnkc26AB1DqnzMxBXaAQe/u/D+jX9vdQX2k2NzDeSLLcxzWyOs7qAFZwR8xAVQCemB6VXPg/w01jbWTeHdJNraOZLeA2MeyFyclkXbhSTzkUAefQ+KdX8U6Iklzrq6EsPhS31aby4oil1JMsm8v5ikiJPKGQjKf3n3hwRe1GR0/Zx06NCwFzpNhayFSQRHL5UT8j/Zdq7ebwvoFytgLjQ9NlGmgCyD2kbfZQMY8vI+TG1emOg9KTWfD9nq/hO78PhFtbSe1NsggUKIF24UqBgDbwQPYUAec/ELyrLxZLFprzQadeWcSeK2tl4t7TzAkUmQw2MVEiEgE+UGbjYuetsVSy+K9za2KLHa3GhQSNHGAEUxyuiEAdMq5HHZB6CuhttLt47eYXMFrLcXaKL6VLcILpggQlhzngAYJOBgZ4qnpvh2HTvEN9qiOp8+3gtLeBIwiW0EQYhAAccs7HOBxtGOMkA2aKKKACiiigArm/FH/IxeDP8AsNSf+m+8rpK5vxR/yMXgz/sNSf8ApvvKAOkooooAK5vwH/yLt1/2GtV/9OFxXSVzfgP/AJF26/7DWq/+nC4oA6SiiigAooooA57xve6hpPhebV9KukhbTGF3PFJsC3MKZMkRZvukrkhgRhguTjIOf4b8Qa3rGhw6/Ba/b7fVr9fs9oJY4vsFnnZvY4JaQbS7JkkFio+7W/rWh22vQ2sF/JN9nguUuWgQgJOUOVWQEHKhtrYGMlRnIyDSTwhbQTzvY6hqNlHcakmpvBbThEMowXXpnZIRl1zgkk8ZOQC5q+q3mmtELPQdQ1fzM7jZSW6+XjH3vOlTrntnoc44psralrPhmf7Kt14f1GaJ1hNwsMslu/IViFZ0YdDjJ4PY9Hav4a0LxA0R17RdP1Mw5ERvbVJvLzjO3cDjOB09BTJvDen/APCMz6DpkY0eymjeLbpiJAYw2d2zC4UnJ5AzzkYPNAHI+FPE+u+O7HVL2xnisfsdv9gW1iliw18AGkmEhSTEYyojypBBZirZXGl4V0zxlb6HfQ65qka3skxNtNJi4EaeYxbCAKRlT8u6RwODhQPLrasfC+naXrCX+lq9mFsksWtocCF44z+6JXGdyDcoII4Yg54xf1C1mvbCS3tr+40+V8bbm2WMyJgg8CRWXnGOVPB7HmgDgbDxHrmpeDvBlsupvDqOv3LQ3GpLDGZESOOWViqldm5hEF5UgbicVBa+IPEN34obwY2tSxzW+pTRvq6QQm4kgW3inVdpQxB8zhS2zGE6AnI3rT4dW1p4es9KXXdWf+zrhbjT7tjbiazYAg7MRBWBV3Uh1bIY+2Jf+EAslt4Wg1TUodTju5L06sjxfaJJXTY5YGMxkFAq7dmAFXABANAE/gnVL7UNP1G21WcXVzpeozWJudiqZ1TBV2C4UNtYA4AGQcAdK6Ss7QtEttA0z7HayTTFpHmmnnYNJPK7FndiABkk9AAB0AAAFaNABRRRQAVzdj/yVPXf+wLpv/o++rpK5ux/5Knrv/YF03/0ffUAdJRRRQAUUUUAFcj8RNXvNI0zSjZX95YC61SK3nmsbUXM3llHJCRmOTJyo6KTXXVn6ro1vrD2DXLyqbC7W7i8sgbnVWAByDx8x6Y+tAHBWXxFm0jwml5qV5b34vNXlstKvdUnjsFliUFi9y6piIqUlXHlhiVQFAxNXk+KENx4ZTVLYaIhF5LZyzXeuJDZb0GcR3GwmTcCCuEHG7dtIwdi48CafLJczWt5fWNxLqH9pQzW7putJzH5btGGRhh13BlYMDvY4BNLd+DHvHsLibxHq/8AaNgJki1BVthKY5du9CPJ8vHyJyFDDHXk5AMiP4g3mu6ZbP4a0YXDz6OuqXInvfJMEchZUVCEYSSExyYyUX5Rlhmkh1+/0/8AZ9sdaSZ59TPh+3dJpmLs07woFdiclvnYE9zzV2L4a6da29lDpuqatYLbWA02VreZA13bhiwSRihIILPh02ON7Ybpi1qvg+OX4XS+EtOlfbFpgsrSWYgsGjQLGzYABOVUngCgDD1zU/EXha+h0HT55r86xaxWmjXM6eYbW5QbZWlY5Ljy/wB/liSfLkGeVFbWjXVzZ/EDV9Eubua7jextdQieZ8lWO+GQAdFBMKtgYGXY45rROlDWm0DVdUims77TmN0LZXUhJXgeNkcjIIAkb7p6gckda2m6Vd/8J5rWt3sXlRPb29hZgsDvjj3yNJweMvMVwcH93nGCKAOhooooAKKKKACub8Uf8jF4M/7DUn/pvvK6Sub8Uf8AIxeDP+w1J/6b7ygDpKKKKACub8B/8i7df9hrVf8A04XFdJXN+A/+Rduv+w1qv/pwuKAOkooooAKKKKACuR1Hx2dO0zxLK2mGW90S6jtorNZ+bsyrGYCG2/LvaUL0OCD1rrq47WPB15f/ABE07Wra4gj00CN9Rgbd5k0kHmG3K8Y4aUkk4PyLj2AJj49sdmk3KRE2F9pUurz3O4n7LbxojZKhSWJMgGOOjdcYp58eabKbWWx8ye0uI55Fc21yskyxIr7oU8o+chDjDKcH+HfyBg6d8OtSs9G8V2c11aSHULKbTtIwWxBbM0zosh28ENPg7QfljXqa6Kbw5dTa14cujJCItLtJ4JxuO5jIiKCvHI+U9cdqAKmifEjSdU8I6Xrd3De2b6iq7LMWNxLKzmMOwjUR7plAyd6KVwM5rdXxBpsnhp9ehuPM05LdrkyhSCEUEtlTgqRggqcEEEHBFcFH8PteHhzwxbzi0a88OQvZJHbaxdWi3cDRovmGaJA8b5jB2YdcZ55BHQnwmw+FmqeHLe0jsZ76zu4jFHfSXaiSYPlvOlAdyS+4lgOSfrQBVPxAl0XT9KuvGFlHZQ6hppuhcQuSBcBd5tQh5L7PunPzlWAAwAdOw8Rai3iLTNP1mxisDqemNdRwK5keGaNl82Nn4B+WWPGFHKvyeKwf7Bk+I2gaJcXN21po8empPbpbyMs6XxXAkYYAHk4O1ecuTkDaM24l1K8+IHhm31YwPqGlaTcXGoSWrHyt8rRxxkZAID7JmAI42EZOMkA7iiiigAooooAK5ux/5Knrv/YF03/0ffV0lc3Y/wDJU9d/7Aum/wDo++oA6SiiigAooooAK5Xxj4l1zwzbPeWWjadqFrmOKFJNTkhuJ5nYKsaRiBwSWIA+b3OACa6quN1rSfE9x46t9WtbLSdQ0+wgxYwXWoyW5imfIklYLBIGbb8i88Av/e4AOisNZtb+/u9PSQfb7BYjeQKGIhMi7lG4gBuM8j8cVTXxv4UfUhpyeJ9Ga+abyBajUIjKZM7dmzdndnjHXPFXNPOstfXR1VLGO1KxG1S2d3dW2/vQ7MACN33SAOOoBqmugakupC6Pi7WWhE3mG0MNn5RXOfLyLfftxx97djvnmgCHxH4wtvCmo2n9txrb6TcxS51JpcLDMi7xG6kcblD7TnkrtxkjOpot7d6jotreajYNp1xOm9rR33tED0DHA+bGMjscjJxk4vizwnL4wu7ax1KfytBiRpZY7eVkmmuOkZyB8qpkuOTlwpx8vOhY6VPf+FIdM8aQ2GqTFBHdDyvMhuNrfK5RhjJwrFcEBsgE4BoAs6Lq9vrumi+tEkSLzpocSgBt0crRt0J4yhx7Yrn08ds97Hpf9lka0dVawey87hIlG83O7bynklWHH3mCZzzVvwf4H0fwbZumm2NjHcySStJdW9mkLujys6oSOSFDBRz0UcDpUieHCnxHl8SbLba+lLY7gP3uRKXPOPu429+o6cUAdBRRRQAUUUUAFc34o/5GLwZ/2GpP/TfeV0lc34o/5GLwZ/2GpP8A033lAHSUUUUAFc34D/5F26/7DWq/+nC4rpK5vwH/AMi7df8AYa1X/wBOFxQB0lFFFABRRRQAVk614m0zw/Naw6i10Zrzf5EVpYzXTvsALHbEjEAZHJ9a1q4zxfo+par4y8Ntpl7faaIYrzffWkEcnlErHtDeYjKASD1AJxwaAOo0rVLLW9Lg1HS51uLS4XdHIoIz2IIPKkEEFSAQQQQCKt14pdaLqR0fw1Fqejomn2IvYb61u9EuNWhN8ZQRceQjh2Eg85lly6r5hHBYGq/irR9QbwpaaUunyau0OiOLHULnw9eTzNMWcLHEm8fY3QCP95ISWyvXZQB7F4g1q38N+Hb/AFm+SWS2sIHnlWEAuVUZIAJAz9SKdrmsW+gaNPqV4sjxxbVEcQBeV2YKiLkgbmZlUZIGSORXj/jbR5L/AEzxYmr+G9T1bXLvTof7FuYbCSZo4/syh0WUDEREomZkLBnDgAPuCn0L4hfLp2iSvxbxa9YNOT0AMyqpP/AylAGrJ4s0WKyu7qS92xWd6LCf90+5ZyyqI9uNxJLpjAOQwIyDmrOk6vBrENy8CSRNa3UtrNFKAGR0bHYkYIww9VYdOlctfeGlm+MdhqH2e4Nk1jJdz4X9w15CyRQu3GN4jmlxzzsU/wAAxb8JfN4x8byRf6g6pCoIHBkWzgD/ANB9QaAOtooooAKKKKACubsf+Sp67/2BdN/9H31dJXN2P/JU9d/7Aum/+j76gDpKKKKACiiigAqmurWT6xPpYmxeW8CXEkbIwxG5YKwYjB5RhweMc4yKuV5/8SbDV472y1Hw5bXM11fW0+iTG3Qv5Kz7THOw7LG6fe6Dec8UAdLaeMdBv/D9jrdnqCz6dqEyW9rNHE582RpPLChcbh8wIORxgk4ArUuruOzWNpVmYSSrEvlQPKQWOASFB2r6scADkkCvOdH8O3lj8RF0FNPnj8Paddya1a3HlkQl5IljEO7uwke4kx2+U+lVNO8KGz8FaNPFoskeqy+ILeW8kNu3nmJL4sC5I3BFTkZ4A54FAHpthqdnqi3DWM3mi2uHtpflK7ZEOGXkDOD3HFW68XufCwsdA8SWGieHxZ3X9tia6MejuUudPMwfYuwJ56BesSPkgMuOcHtPhtpq6fY6kYJsW09yHjtI9CuNKhtjsUMI4ZiThsbiV+XcW7k0Aah8aaYqXEht9TkigvJbPzLXTproO8eA5AhVyAGJTLBfmRsZAyV0nxppGt3FgmmtcSRahFO9vPJbvErGF1SRCHAYMC3QjkK2Ohrg7PVr2x+GOm6TZRaik99qN7a399Y2M1y1iFuZfPbESMRIxyq5HVt2cLztXTWEmrfD+38PWs9nbWt/MkUM9nLbNHClnMpGyVVbHKDJHUigD0GiiigAooooAK5vxR/yMXgz/sNSf+m+8rpK5vxR/wAjF4M/7DUn/pvvKAOkooooAK5vwH/yLt1/2GtV/wDThcV0lc34D/5F26/7DWq/+nC4oA6SiiigAooooAKKyfFGhJ4j8PXGnmVreY7Zba5UfNbzoweOQe6uoPv071x3hf7ZqHhc+LtQ1m10XVddu7dpJiqyRxwJJsS1TzMffG7nrulbGeKAPR6K53xbqt/pcNq2nXX2cyMwc/2DdannGMcW7KU+rde3SiwhHizwbc2fiBvtkV6klvN/xK59P3IRj/VTFnB5+9n3FAHRVV1PTLTWNMn0/UYjLbTrtkUOyH1yGUggg8gggg9K4v4e2eoX+o32r+IrlLu+0xn0O2kUk5jiYeZMcgYeVgCwHHyLit2a98ZrPILfQNCeIMQjPrkysy54JAtDg47ZP1NAHQ1V0/TLTSoJIrCHyklnkuJMsWLySMWZiSSTkk/QYAwABXM+NPCieLLrRkmn0hbmzMtwLLU7H7dFMCgRj5e+MkKXX5uxK+tcn4cGleM9R8P22v6Ppg01NFuJbbTUjVrIypceU80SEbSpUBlOCVWTryTQB65RXKfDKWaf4c6U88skwxIsMsjbmeESuImySc5jCHOea6ugAooooAK5ux/5Knrv/YF03/0ffV0lc3Y/8lT13/sC6b/6PvqAOkooooAKKKKACiiigAooooAKKKKAKtjplppz3TWcRjN3ObiYb2IMhABIBOFztHAwM5PUkkk0yzl1aHU5IQ15bwvBFKWPyI5UsAM4GSi5OM8CrVFABRRRQAUUUUAFc34o/wCRi8Gf9hqT/wBN95XSVzfij/kYvBn/AGGpP/TfeUAdJRRRQAVzfgP/AJF26/7DWq/+nC4rpK5vwH/yLt1/2GtV/wDThcUAdJRRRQAUUUUAFUzpGmmwisTp1obSFleO3MC+WjK25SFxgEMMg9jzVyigAormNc1yfQvGekfa7kJo19bXMUisq4juI1EqNnG7mNJgRnHyiuR0fxn4kvfDJsb64Fv4hvNVtYrZvJTMdvcKtx93BUlIhOuSOTFk+tAHqFva29oJBawRQiWRpZBGgXe7HJY46k9z3qWuAu/HGqXOhapqEemfYbKy1X+zkuIr1DPK6XqwEhGhZQhGSSTu6gAcSVWh8eazo8XjLUfEltZNpukakLW2aO9wys6W4jjOYlUITNuaRmypYjBCg0Adxq3h/Rtfjjj13SbHU0iJaNby2SYIT1IDA4pNS8O6LrNnDaavo9hf20BBihurVJUjwMfKrAgcccVjeDPHFv4sudStEbTXudP8ppH0vUBe27JIG2kS7E+bKOCpXjAPOa6qgBERY41SNQiKAFVRgAegpaKKACiiigArm7H/AJKnrv8A2BdN/wDR99XSVzdj/wAlT13/ALAum/8Ao++oA6SiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK5vxR/yMXgz/sNSf+m+8rpK5vxR/wAjF4M/7DUn/pvvKAOkooooAK4Tw34ktdB0+9sNTsNcS4TVtRk/daFezIyvezOjK6RFWBVlIIJ613dFAHN/8J5pH/Pn4g/8JzUP/jFH/CeaR/z5+IP/AAnNQ/8AjFdJRQBzf/CeaR/z5+IP/Cc1D/4xR/wnmkf8+fiD/wAJzUP/AIxXSUUAc3/wnmkf8+fiD/wnNQ/+MUf8J5pH/Pn4g/8ACc1D/wCMV0lFAHAeLdR8M+MtCbStUt/FEULOH8y10C/SQYyCAfIPDKWU+zHp1qOW78Ky+NbbxP8AZPEyXltbfZ0iTw9fiEgbwrlfs+SyrJIoOeA5GK9DooA85e48Lv4fu9HMXir7Pdai2ou3/CPX28SNc/aCAfs+Nu/jGM4755qO6bwzdza0ZT4uFtrDpPPar4evAkdwgjCzxn7NvVx5KEfMVyM7a9KooA4rSPFNnpqSi81Dxfqxcgq174YuFMeOw8q0Tr756Vo/8J5pH/Pn4g/8JzUP/jFdJRQBzf8Awnmkf8+fiD/wnNQ/+MUf8J5pH/Pn4g/8JzUP/jFdJRQBzf8Awnmkf8+fiD/wnNQ/+MUf8J5pH/Pn4g/8JzUP/jFdJRQBzf8Awnmkf8+fiD/wnNQ/+MVh2niyyi8farqT6f4gFpcaZZQRSf8ACO3/AMzxy3TOMeTkYEqckYO7jocegUUAc3/wnmkf8+fiD/wnNQ/+MUf8J5pH/Pn4g/8ACc1D/wCMV0lFAHN/8J5pH/Pn4g/8JzUP/jFH/CeaR/z5+IP/AAnNQ/8AjFdJRQBzf/CeaR/z5+IP/Cc1D/4xR/wnmkf8+fiD/wAJzUP/AIxXSUUAc3/wnmkf8+fiD/wnNQ/+MUf8J5pH/Pn4g/8ACc1D/wCMV0lFAHN/8J5pH/Pn4g/8JzUP/jFH/CeaR/z5+IP/AAnNQ/8AjFdJRQBzf/CeaR/z5+IP/Cc1D/4xR/wnmkf8+fiD/wAJzUP/AIxXSUUAc3/wnmkf8+fiD/wnNQ/+MUf8J5pH/Pn4g/8ACc1D/wCMV0lFAHN/8J5pH/Pn4g/8JzUP/jFH/CeaR/z5+IP/AAnNQ/8AjFdJRQBzf/CeaR/z5+IP/Cc1D/4xWbfa7B4g8UeFY9NsdY/0XU5J55LnRru2jjT7FcpkvLGq/edRjOcmu2ooAKKKKAP/2Q==)

Suppose **T** has been executed till **Read (Y)** and then **T’’** starts. As a result , interleaving of operations takes place due to which **T’’** reads correct value of **X**but incorrect value of **Y** and sum computed by  
**T’’: (X+Y = 50, 000+500=50, 500)**  
is thus not consistent with the sum at end of transaction:   
**T: (X+Y = 50, 000 + 450 = 50, 450)**.  
This results in database inconsistency, due to a loss of 50 units. Hence, transactions must take place in isolation and changes should be visible only after a they have been made to the main memory.

**Durability:**  
This property ensures that once the transaction has completed execution, the updates and modifications to the database are stored in and written to disk and they persist even is system failure occurs. These updates now become permanent and are stored in a non-volatile memory. The effects of the transaction, thus, are never lost.

The **ACID** properties, in totality, provide a mechanism to ensure correctness and consistency of a database in a way such that each transaction is a group of operations that acts a single unit, produces consistent results, acts in isolation from other operations and updates that it makes are durably stored.

**MongoDB**

**SQL vs NoSQL**

In case you aren’t familiar with it, MongoDB is a [NoSQL](https://en.wikipedia.org/wiki/NoSQL) database which has become pretty popular throughout the industry in recent years. NoSQL databases provide features of retrieval and storage of data in a much different way than their relational database counterparts.

For decades, SQL databases used to be one of the only choices for developers looking to build large, scalable systems. However, the ever-increasing need for the ability to store complex data structures led to the birth of NoSQL databases, which allow a developer to store heterogeneous and structure-less data.

When it comes to the choices available, most people have to ask themselves the ultimate question, “SQL or NoSQL?” Both SQL and NoSQL have their strengths and weaknesses, and you should choose the one that fits your application requirements the best. Here are a few differences between the two:

**SQL**

* The model is of a relational nature
* Data is stored in tables
* Suitable for solutions where every record is of the same kind and possesses the same properties
* Adding a new property means you have to alter the whole schema
* The schema is very strict
* [ACID](https://en.wikipedia.org/wiki/ACID) transactions are supported
* Scales well vertically

**NoSQL**

* The model is non-relational
* May be stored as JSON, key-value, etc. (depending on type of NoSQL database)
* Not every record has to be of the same nature, making it very flexible
* Add new properties to data without disturbing anything
* No schema requirements to adhere to
* Support for ACID transactions can vary depending on which NoSQL DB is used
* Consistency can vary
* Scales well horizontally

There are many other differences between the two types of databases but those mentioned above are some of the more important differences to know.

Depending on your specific scenario, the use of a SQL database may be preferred, while in other scenarios NoSQL is the more obvious choice to make. When choosing a database you should consider the strengths and weaknesses of each database carefully.

One of the great things about NoSQL is that there are many different types of databases to choose from, and each has its own use-cases:

* Key-Value Store: [DynamoDB](https://aws.amazon.com/dynamodb/)
* Document Store: [CouchDB](http://couchdb.apache.org/), [MongoDB](https://www.mongodb.com/), [RethinkDB](https://www.rethinkdb.com/)
* Column Store: [Cassandra](http://cassandra.apache.org/)
* Data-Structures: [Redis](https://redis.io/)

There are quite a few more, but these are some of the more common types.

In recent years, SQL and NoSQL databases have even begun to merge. For example, PostgreSQL now supports storing and querying JSON data, much like Mongo. With this, you can now achieve much of the same with Postgres as you can with Mongo, but you still don’t get many of the Mongo advantages (like horizontal scaling and the simple interface, etc.). As [this article](https://www.compose.com/articles/is-postgresql-your-next-json-database/) puts it:

If your active data sits in the relational schema comfortably and the JSON content is a cohort to that data then you should be fine with PostgreSQL and it’s much more efficient JSONB representation and indexing capabilities. If though, your data model is that of a collection of mutable documents then you probably want to look at a database engineered primarily around JSON documents like MongoDB or RethinkDB.

**MongoDB**

Let’s now shift our attention to the main focus of this article and shed some light on the specifics of MongoDB.

MongoDB is a document-oriented, open-source database program that is platform-independent. MongoDB, like some other NoSQL databases (but not all!), stores its data in documents using a JSON structure. This is what allows the data to be so flexible and not require a schema.

Some of the more important features are:

* You have support for many of the standard query types, like matching (==), comparison (<, >), or even regex
* You can store virtually any kind of data - be it structured, partially structured, or even polymorphic
* To scale up and handle more queries, just add more machines
* It is highly flexible and agile, allowing you to quickly develop your applications
* Being a document-based database means you can store all the information regarding your model in a single document
* You can change the schema of your database on the fly
* Many relational database functionalities are also available in MongoDB (e.g. indexing)

As for the operations side of things, there are quite a few tools and features for MongoDB that you just can’t find with any other database system:

* Whether you need a standalone server or complete clusters of independent servers, MongoDB is as scalable as you need it to be
* MongoDB also provides load balancing support by automatically moving data across the various shards
* It has automatic failover support - in case your primary server goes down, a new primary will be up and running automatically
* The MongoDB Management Service or MMS is a very nice web tool that provides you with the ability to track your machines
* Thanks to the memory mapped files, you’ll save quite a bit of RAM, unlike relational databases

If you take advantage of the indexing features, much of this data will be kept in memory for quick retrieval. And even without indexing on specific document keys, Mongo caches quite a bit of data using the [least recently used](https://en.wikipedia.org/wiki/Cache_replacement_policies#Least_Recently_Used_.28LRU.29) method.

While at first Mongo may seem like it’s the solution to many of our database problems, it isn’t without its drawbacks. One common drawback you’ll hear about Mongo is its lack of support for ACID transactions. Mongo *does* support ACID transactions in a [limited sense](https://docs.mongodb.com/v3.4/core/write-operations-atomicity/), but not in all cases. At the single-document level, ACID transactions are supported (which is where most transactions take place anyway). However, transactions dealing with multiple documents are not supported due to Mongo’s distributed nature.

Mongo also lacks support for native joins, which must be done manually (and therefore much more slowly). Documents are meant to be all-encompassing, which means, in general, they shouldn’t need to reference other documents. In the real world this doesn’t always work as much of the data we work with is relational by nature. Therefore many will argue that Mongo should be used as a complementary database to a SQL DB, but as you use MongoDB you’ll find that is not necessarily true.

**PyMongo**

Now that we’ve described what MongoDB is exactly, let’s find out how you’d actually use it with Python. The official driver published by the Mongo developers is called [PyMongo](https://pypi.python.org/pypi/pymongo/). This is a good place to start when first firing Python up with MongoDB. We’ll be going through some examples here, but you should also check out the [complete documentation](https://api.mongodb.com/python/current/) since we won’t be able to cover everything.

The first thing you’ll want to do is to install PyMongo in your [virtual environment](https://realpython.com/python-virtual-environments-a-primer/). The easiest way to do this is with pip:

$ pip install pymongo==3.4.0

**NOTE:** For a more comprehensive guide check out the [Installing / Upgrading](https://api.mongodb.com/python/3.4.0/installation.html) page of the docs and follow the steps there to get set up.

Once you are done with the setup, start your Python console and run the following command:

>>> import pymongo

If it runs without raising any exception within the Python shell then your install worked just fine. If not, then carefully perform the steps again. Exit the shell once done.

Next, you have to install the actual MongoDB database.

If you’re on a Mac, we recommend using [Homebrew](http://brew.sh/), but you may have a different preference. If using Homebrew, run this command:

$ brew install mongodb

Once done, follow the directions [here](https://docs.mongodb.com/v3.4/tutorial/install-mongodb-on-os-x/#run-mongodb) to set up the data directory for storing data locally.

If you’re not using a Mac, you can find some great guides on installation from the [Install MongoDB](https://docs.mongodb.com/v3.4/installation/) page of the official docs. There you’ll find tutorials on installing MongoDB for Linux, OS X, and Windows.

Once installed, within a new terminal window, use the following command to start the Mongo daemon:

$ mongod

**NOTE:** Depending on your install method, you may need to run mongod with sudo.

Now let’s get started with the basics of PyMongo.

Establishing a Connection

To establish a connection we’ll use the MongoClient object.

The first thing that we need to do in order to establish a connection is import the MongoClient class. We’ll use this to communicate with the running database instance. Use the following code to do so:

>>> from pymongo import MongoClient

>>> client = MongoClient()

Using the snippet above, the connection will be established to the default host (localhost) and port (27017). You can also specify the host and/or port using:

>>> client = MongoClient('localhost', 27017)

Or just use the Mongo URI format:

>>> client = MongoClient('mongodb://localhost:27017')

All of these calls to MongoClient will do the same thing; it just depends on how explicit you want to be in your code.

Accessing Databases

Once you have a connected instance of MongoClient, you can access any of the databases within that Mongo server. To specify which database you actually want to use, you can access it as an attribute:

db = client.pymongo\_test

Or you can also use the dictionary-style access:

db = client['pymongo\_test']

It doesn’t actually matter if your specified database has been created yet. By specifying this database name and saving data to it, you create the database automatically.

Inserting Documents

Storing data in your database is as easy as calling just two lines of code. The first line specifies which [collection](https://docs.mongodb.com/v3.4/reference/glossary/#term-collection) you’ll be using (posts in the example below). In MongoDB terminology, a collection is a group of documents that are stored together within the database. Collections and documents are [akin](https://docs.mongodb.com/v3.4/reference/sql-comparison/) to SQL tables and rows, respectively. Retrieving a collection is as easy as getting a database.

The second line is where you actually insert the data in to the collection using the insert\_one() method:

posts = db.posts

post\_data = {

'title': 'Python and MongoDB',

'content': 'PyMongo is fun, you guys',

'author': 'Scott'

}

result = posts.insert\_one(post\_data)

print('One post: {0}'.format(result.inserted\_id))

We can even insert many documents at a time, which is much faster than using insert\_one()if you have many documents to add to the database. The method to use here is insert\_many(). This method takes an array of document data:

post\_1 = {

'title': 'Python and MongoDB',

'content': 'PyMongo is fun, you guys',

'author': 'Scott'

}

post\_2 = {

'title': 'Virtual Environments',

'content': 'Use virtual environments, you guys',

'author': 'Scott'

}

post\_3 = {

'title': 'Learning Python',

'content': 'Learn Python, it is easy',

'author': 'Bill'

}

new\_result = posts.insert\_many([post\_1, post\_2, post\_3])

print('Multiple posts: {0}'.format(new\_result.inserted\_ids))

When ran, you should see something like:

One post: 584d947dea542a13e9ec7ae6

Multiple posts: [

ObjectId('584d947dea542a13e9ec7ae7'),

ObjectId('584d947dea542a13e9ec7ae8'),

ObjectId('584d947dea542a13e9ec7ae9')

]

**NOTE:** Don’t worry that your ObjectIds don’t match those shown above. They are dynamically generated when you insert data and consist of a Unix epoch, machine identifier, and other unique data.

Retrieving Documents

To retrieve a document, we’ll use the find\_one() method. The lone argument that we’ll use here (although it supports many more) is a dictionary that contains fields to match. In our example below, we want to retrieve the post that was written by Bill:

bills\_post = posts.find\_one({'author': 'Bill'})

print(bills\_post)

Run this:

{

'author': 'Bill',

'title': 'Learning Python',

'content': 'Learn Python, it is easy',

'\_id': ObjectId('584c4afdea542a766d254241')

}

You may have noticed that the post’s ObjectId is set under the \_id key, which we can later use to uniquely identify it if needed. If we want to find more than one document, we can use the find() method. This time, let’s find all of the posts written by Scott:

scotts\_posts = posts.find({'author': 'Scott'})

print(scotts\_posts)

Run:

<pymongo.cursor.Cursor object at 0x109852f98>

The main difference here is that the document data isn’t returned directly to us as an array. Instead we get an instance of the [Cursor](https://api.mongodb.com/python/3.4.0/api/pymongo/cursor.html#pymongo.cursor.Cursor) object. This Cursor is an iterable object that contains quite a few helper methods to help you work with the data. To get each document, just iterate over the result:

for post in scotts\_posts:

print(post)

**MongoEngine**

While PyMongo is very easy to use and overall a great library, it’s probably a bit too low-level for many projects out there. Put another way, you’ll have to write a lot of your own code to *consistently* save, retrieve, and delete objects.

One library that provides a higher abstraction on top of PyMongo is [MongoEngine](http://mongoengine.org/). MongoEngine is an object document mapper (ODM), which is roughly equivalent to a SQL-based object relational mapper (ORM). The abstraction provided by MongoEngine is class-based, so all of the models you create are classes.

While quite a few Python libraries exist to help you work with MongoDB, MongoEngine is one of the better ones as it has a nice mix of features, flexibility, and community support without becoming too opinionated.

To install, use pip:

$ pip install mongoengine==0.10.7

Once installed, we need to direct the library to connect with our running instance of Mongo. For this we will have to use the connect() function and pass the host and port of the MongoDB database to it. Within the Python shell, type:

from mongoengine import \*

connect('mongoengine\_test', host='localhost', port=27017)

Here we specify the name of our database and location. Since we’re still using the default host and port, you can omit these parameters.

Defining a Document

To set up our document object, we need to define what data we want our document object to have. Similar to many other ORMs, we’ll do this by subclassing the Document class and providing the types of data we want:

import datetime

class Post(Document):

title = StringField(required=True, max\_length=200)

content = StringField(required=True)

author = StringField(required=True, max\_length=50)

published = DateTimeField(default=datetime.datetime.now)

**NOTE:** One of the more difficult tasks with database models is validating data. How do you make sure that the data you’re saving conforms to some format you need? Just because a database is said to be *schema-less* doesn’t mean it is *schema-free*.

In this simple model, we’ve told MongoEngine that we expect a Post instance to have a title, content, an author, and the date it was published. Now the base Document object can use that information to validate the data we provide it.

So, for example, if we try to save a Post without a title then it’ll throw an Exception and let us know. We can take this even further and add more restrictions, like string length. Notice that some of the fields have a max\_length parameter set. This tells the Document, as you probably guessed, to only allow a maximum string length of however many characters we specify. There are quite a few more parameters like this we can set, including:

* db\_field: Specify a different field name
* required: Make sure this field is set
* default: Use the given default value if no other value is given
* unique: Make sure no other document in the collection has the same value for this field
* choices: Make sure the field’s value is equal to one of the values given in an array

Each field type has its own set of parameters, so be sure to [check the documentation](http://docs.mongoengine.org/guide/defining-documents.html#field-arguments) for more info.

Saving Documents

To save a document to our database, we’ll use the save() method. If the document already exists in the database, then all of the changes will be made on the atomic level to the existing document. If it doesn’t exist, however, then it will be created.

Here is an example of creating and saving a document:

post\_1 = Post(

title='Sample Post',

content='Some engaging content',

author='Scott'

)

post\_1.save() # This will perform an insert

print(post\_1.title)

post\_1.title = 'A Better Post Title'

post\_1.save() # This will perform an atomic edit on "title"

print(post\_1.title)

A few things to note about the .save() call:

* PyMongo will perform validation when you call .save(). This means it will check the data you’re saving against the schema you declared in the class. If the schema (or a constraint) is violated, then an exception is thrown and the data is not saved.
* Since Mongo doesn’t support true transactions, there is no way to “roll back” the .save() call like you can in SQL databases. Although you can get close to performing transactions with [two phase commits](https://docs.mongodb.com/v3.4/tutorial/perform-two-phase-commits/), they still don’t support rollbacks.

What happens when you leave off the title?

post\_2 = Post(content='Content goes here', author='Michael')

post\_2.save()

You should see the following exception:

raise ValidationError(message, errors=errors)

mongoengine.errors.ValidationError:

ValidationError (Post:None) (Field is required: ['title'])

Object Oriented Features

With MongoEngine being object oriented, you can also add methods to your subclassed document. Consider the following example where a function is used to modify the default queryset (which returns all objects of the collection). By using this, we can apply a default filter to the class and get only the desired objects:

class Post(Document):

title = StringField()

published = BooleanField()

@queryset\_manager

def live\_posts(clazz, queryset):

return queryset.filter(published=True)

Referencing Other Documents

You can also use the ReferenceField object to create a reference from one document to another. MongoEngine handles the lazy de-referencing automatically upon access, which is more robust and less error-prone than having to remember to do it yourself everywhere in your code. An example:

class Author(Document):

name = StringField()

class Post(Document):

author = ReferenceField(Author)

Post.objects.first().author.name

In the code above, using a document reference, we can easily find the author of the first post.

There are quite a few more field classes (and parameters) than what we introduced here, so be sure to check out the [documentation on Fields](http://docs.mongoengine.org/apireference.html#fields) for more info.

Note: You can also use Mlab website for creating MongoDb Databases

Here is the video URl for that: <https://www.youtube.com/watch?v=ZnOko_y1CfI>

And You can use this script with that: <https://github.com/Satyam-Bhalla/Acadview-Python/blob/master/Database/mongoDB.py>